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For this project I wrote a small program that tests the difference between 5 C++ optimizations and their equivalent, but inefficient counterparts. While this is far from an accurate test, it still gives a general idea about how much time is saved by each of these optimizations. The five tests are: Post-increment vs. Pre-increment (Scheinerman, 2006), un-nested if statements vs. if-else statements ( Dale, Weems, Headington, 1997), if-else statements vs. switch-case (Hubbard, Hubbard, & Baxter ,2000), global counter vs. scoped counter (Schildt, 2001), and initializing variables vs. setting them (Barr, 1999). The test is written so that the more efficient options runs first, and counter a gets set to how many times the code ran in 30 seconds. Counter b is for the less efficient code. A positive difference means the first code ran more times, a negative value indicates the second did.

Post-increment vs. pre-increment is the smallest change on this list, so small that due to outside factors, the test often reads a false negitive. Sometimes it says pre-increment is faster, sometimes it’s post-increment, but when averaged out, pre-increment comes out ahead. The reasoning behind this is that the post-increment has to check to see if the variable is requested by an operation, at which point the operation is given the value before the increment (Perry, 1999). Initializing vs. setting variables is also a very small change that also may return false-negatives, but less often than the increment test. Initializing variables saves the step of the variable getting made to a null value (Barr, 1999). Even when setting 50 doubles (twice the memory space as integers) there is very little difference between the times each ran per second.

The switch and case function is a very clean, nicely formatted function for selection certain cases based on a variable. But for being made for one purpose, it is inefficient at doing such. For those situations, it is better to just use an if-elseif structure (Scheinerman, 2006). Next I compared the if-elseif function to just using the if statement. It’s no surprise that using else if’s instead of more if’s is much more inefficient. When you are only checking on variable, the else if will stop checking after it gets a positive check, skipping anything after it. So when you have one case that is 10 times greater to happen than the others, putting that one first with stop checking after it (Deitel, Deitel, 2005).

The final and often the change that has the largest impact is the global counter vs scoped counter for any type of loop. Scoped variables are created at the beginning of the function and destroyed when the function exits (Dan Saks, 2008). While this saves memory usage, using it for the counters of a loop wastes many operations by creating and destroying that one variable. Just having a global counter for 4 for loops instead of initializing and using 4 different counters for the loops saves millions of operations a second. With C++ you can even use the same counter for a loop inside another loop and aslong as it is entirely inside the loop, it keeps each of them strait (Bulka, Mayhew ,1999).

Many of these are so small that most of the time someone won’t notice the difference. But for any project that is calculation heavy and is always looking for small things to increase performance, some of these can be extremely valuable, and while a 2 million operation/second is a very small difference for today’s computers, my test is on a very small scale and only runs each test for 30 seconds.
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